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ABSTRACT
Real life work processes are dynamic and much richer in
variation to be expressed by typical static workflow
models. Two conflicting goals to be addressed include:
flexibility to handle changing situations, and simplicity to
design workflows that can be understood and
implemented efficiently. This paper addresses these two
issues by introducing a novel architecture for workflow
systems. In this architecture, a workflow is defined in
terms of modules and templates. Modularity provides
simplicity and reusability for a workflow system. In our
approach, problem independent modules are adopted for a
special workflow system by placing them in problem
dependent templates. Also different users in the system
can interact with the workflow to make appropriate
changes via events. Modules and templates have their
own event handlers that allow them to be modified based
on changes in user requests or situations. We illustrate
these features in our architecture using two case studies,
one in healthcare domain and another in a banking
system.
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1.  Introduction
A workflow is a set of ordered steps consisting of tasks,
data and resources (human or machine) in order to
achieve a goal [1]. A workflow management system
(WFMS) is a system that defines, creates and manages the
execution of workflows on one or more workflow engines
[2]. The system is able to interpret the process definition,
interact with workflow participants and, where required,
invoke the use of other applications.
Workflows in a WFMS can be subject to change due to
different reasons, such as unforeseen errors, faults and
failures, new development, or administrative decisions
(e.g., process optimization, incorporation of new
resources, and modification of existing product lines).
These reasons may cause different types of workflow
changes, such as addition of a new task, deletion of an
existing task, and modification in order of tasks.
Workflow systems need mechanisms to make them
flexible and deal with those deviations.
In a small system, it is reasonable to show a workflow by
a dataflow diagram of single tasks. However, in a more
complex system, modeling workflow by using only
dataflow constructs can quickly lead to overly complex

workflows that are hard to understand, reuse, reconfigure,
maintain, and schedule. Modularization is a software
design technique that divides a large system into a
number of smaller and manageable parts, namely modules
[3], [4]. Each module is designed individually where
different modules can be combined to form a larger
module. One of the most advantages of modularization is
its reusability.
In this paper, reusability and flexibility in workflow
systems are the main objectives. We address reusability
by introducing modules and workflow templates.
Modules are problem independent and can be used in
different types of workflows. On the other hand,
workflow templates are designed for individual processes
and contain customized modules. In our architecture, we
use events and event handlers to provide flexibility and
dynamism for the workflows. Event handlers of modules
and workflow templates are triggered by events and can
make changes in the order or content of steps in a
workflow.
Also, we introduce a consistency checking mechanism
that prevents any changes that may invalidate the
workflow. This consistency checking would become very
important when we allow the users to design events and
event handlers.
The organization of this paper is as follows. Related work
is discussed in Section 2. The proposed architecture and
its details are discussed in Section 3. Two case studies in
the healthcare domain and banking system are explained
in Section 4. Finally, the conclusion and future work are
discussed in Section 5.

2.  Related work
Current research in workflow systems concentrates
primarily on making the workflows flexible with respect
to the changes in processes.
The dynamism in workflows has been studied using
exception handling techniques [9], [10] and [11]. In these
approaches a workflow is designed in a regular style and
any changes in a workflow system, presumed or un-
presumed, is considered as an exception and is handled by
using one of the exception handling methodologies. The
main difference between our proposed architecture and
these approaches in the case of change handling, can be
addressed by differences between “events” and
“exceptions”. An exception is usually raised to signal
exceptional situations like errors and failures, while in an
event based system we concentrate on interaction between
users and systems in all situations. In other words, our



event based architecture receives all possible and related
events from the users, and the system evolves accordingly
as the process progresses. Our architecture supports
exceptions as a special type of events.
A mathematical model for dynamic structural change
algorithm in workflow systems is introduced in [8]. In this
method changes are divided into two categories: changing
the structure of the workflow procedures, and changing
the workflow in the middle of executing procedures. This
model seems to have scalability problem and hence would
not be applicable for complex workflows.
Dividing a workflow into independent parts (namely
components) to make it easy to understand and reuse, has
gained more attention recently. In [13] the problem of
combining dataflow and control-flow is addressed for
scientific workflows. Generic behavioral specifications
(i.e., controlflow) in workflows are encapsulated in
templates. Templates are separate components and thus
can be easily reused in other workflows. Also templates
can contain subcomponents. The notion of template in
this approach is different from our definition of template.
We consider two types of components: problem
independent component as module and problem
dependent component as workflow template. Workflow
templates are designed for specific organizational
activities while modules are reusable in different
workflows.
Due to the variety of changes that can be applied on a
workflow, correctness and verification of workflows are
crucial. During the changes, a workflow must not enter an
incorrect state after a predicated or unpredicted change. In
[9] a foundation set of constraints for flexible workflow
specifications are developed. The authors claimed that the
constraints should optimally balance the flexibility and
control requirements. However, this method and other
methods that attempt to find process model for workflows
[10] have introduced overheads since they need to import
all modified nodes in the workflow. In our architecture,
by equipping each module with simple constraints, the
workflow will be guaranteed to be valid after authorized
changes.
In the proposed architecture that will be discussed in the
next section, we model each workflow based on its
relevant events. Combination of events and
modularization provides flexibility, reusability and
consistency in workflows.

3.  Proposed Architecture
In this section, we present an overview of our proposed
architecture with focus on the relevant issues and the
dynamism of modules and templates. Further, we discuss
events and event handlers and different types of
constraints in the architecture. Finally, we elaborate on
workflow consistency.

3.1 Architecture Overview
Figure 1 illustrates different parts of the proposed
workflow architecture.

• A workf low  represents a set of modules with
predefined orders among them. A workflow is
modeled by a workflow template that is a collection
of customized modules for a specific organizational
operation. A workflow template (or simply a
template) also establishes data flow and control flow
connections among the template's modules.

• A module is a container for a set of tasks whose order
of executions can be changed by receiving events.
Modules are designed individually and are
maintained in the module repository containing a set
of reusable modules. A module can be placed either
in a template as a part of the current workflow
solution, or in a module repository to be reused. Each
module has a collection of shared data that maintain
the state of the module.

• An event is any information that is provided by the
environment (user or system) and can change the
current workflow solution.

• An event handler is a program that receives events
from the environment and modifies the current tasks
(or modules) within a module (or template) by
consulting the state of the module (or template)
accordingly. In general, a module or template
contains several event handlers. An event table
presents the relevant events in the architecture along
with their corresponding event handlers.

• A task  is an atomic entity that represents an
indivisible functionality that is performed within a
module. A task can have optional constraints in terms
of pre-conditions, post-conditions, and invariants on
its operation. The execution of a task may change the
state of the module through module's shared data.
This state is used by the event handlers to make
changes in the execution order or the number of the
module tasks.

A template uses its event handlers to customize its
modules or import new modules from the repository to
use for the modified workflow solution, provided that the
imported modules preserve the template or module's
consistencies. Similarly, the deleted modules from the
template are returned back into the repository. The
WFMS uses the event handlers of the modules and
template to generate a flexible workflow. The operations
of the WFMS for this architecture are as follows.
• Initialize the workflow template by using a number

of modules in a predefined order (according to the
default or general case of the workflow.)

• Receive events through interaction with the users and
the environment.

• Change the current workflow by adding, removing,
or reordering the modules in the template, using the
template event handlers.

• If some changes are needed within a module, the
template transfers the event to the proper module,
where the module event handlers make appropriate
changes on the internal workflow of the module. The
module event handler can add or remove a task in a
module, as well as reorder the tasks.



Figure 1: Different parts of the proposed event-based workflow architecture.

The major difference between event handlers
corresponding to a module and to a template is the level
of abstraction, where the former deals with details of an
operation, and the latter adds or deletes major business
functionality.

3.2 Workflow dynamic behavior
A template acts as a coordinator for the workflow
modules by importing, re-ordering, and deleting modules
from the workflow. Consequently, it provides flexibility
and dynamism for the generated workflow. The workflow
evolves through receiving events and adjusting itself to
satisfy the requested operation by the events. This is
achieved through a set of constrains for modules and tasks
that allow the WFMS to modify the workflow ingredients
and to keep the workflow consistency. These constraints
are as follows.
1. Precondition: conditions that must be met before

execution of a module or task.
2. Postcondition: conditions that are guaranteed to be

met after the execution of a module or task.
3. Invariant:  constraints that control the correct

execution of a module or task.

                        
 Figure 2: Constraints for tasks and modules.

A sequence of modules in a template (or tasks in a
module) is called valid, if it preserves the constraints that
are defined for each module (or task) based on their
specification. Figure 2 presents the above constraints in a
module. The case studies in Section 4 provide examples
on the use of constraints.
Events are generated by the environment in the form of
specific information. These events trigger the module (or
template) event handlers, where the event handlers decide

whether the required action should change the order of the
modules within the template (i.e., high-level
modification) or change the order of tasks within a
module (i.e., low-level modification). In the first case, the
event is consumed by the template event handler, whereas
in the second case the event is forwarded to the
corresponding module event handler to react upon it. The
template events are categorized into two types:
• Specific transaction, where the transaction (as event)

refers to a valid and high-level operation in the
corresponding business process, e.g., a specific
mortgage package request in a banking system.

• Module - l eve l , which will be directed to the
corresponding module as defined below.

Similarly, the module events are categorized into three
types:
• User interaction, represents the general case where a

user intends to change the workflow based on their
choices and preferences. For example, when a patient
could choose between a daily tablets and two
monthly injections.

• Exception, in the form of unexpected input data to a
module that causes the corresponding event handler
to change the module workflow and use specific
tasks to handle the situation. For example, when a
patient gets sick by another type of disease in the
course of treatment for his/her current disease.

• Reflexive task, refers to the event that is caused by the
environment's reaction to the result of a task
execution. For example, in the task of prescribing a
medicine by a physician, each side effect of the
medicine is considered as a reflexive event where the
assigned event handler catches the event and
modifies the treatment workflow.

In the proposed architecture most of events are of type
‘user interaction’ and hence they are suitable for domains
that many factors can change the general workflow (e.g.,
healthcare domain as it is a dynamic environment).
The dynamic behavior of the proposed workflow
mechanism is modeled in the form of  ``event [condition]
/ action'' which allows the workflow to change its state
and evolve. In Figure 3 ``event'' is a template event or a



module event, as defined above. A condition is modeled
as ``pre condition”, ``post condition” or ``invariants” and
is evaluated by comparing the state of the module (or
task) before and after the modification by the event
handler.

Figure 3: Event handling in the proposed architecture.

The action is the modification of the workflow that
conforms with the module or task's constraints. In other
words, if the condition is true, the change is accepted and
workflow evolves to the new state, otherwise the change
is ignored and the workflow remains in its current state.
The possible changes to a workflow according to a
``template event” are as follows:
• Adding a module to the workflow from the repository

of the reusable modules.
• Removing a module from the workflow (a copy of the

module still exists in the repository).
• Changing the module interconnections (dataflow and

control flow) with other modules in the workflow.
• Delivering the module events to the proper modules

so that they can modify themselves accordingly.
Similarly, the possible changes to a module according to a
``module event” are as follows: i) introducing a new task
to the module or deleting an existing task; ii) changing the
execution order of tasks; iii) changing the description of
tasks, and; iv) sending events to the workflow template to
request modifications in other modules.

3.4 Consistency in the architecture
It is important to ensure a workflow remains valid after a
change. Consistency for this architecture is defined as the
correct positions of reusable modules in the template as
well as preserving the main goals of the workflow
through modifications. In this architecture, we confine
changes in workflow to modifications that are done by
event handlers. Each event handling is defined in terms of
conditions and actions; i.e., if the condition is true for a
modification it will be performed. For each type of
possible modification, we define specific conditions.
These conditions are in terms of architectural constraints
in order to preserve the workflow consistency.
Consistency checking consists of data flow and control
flow checking for templates and modules. Data flow
represents the flow of data in the workflow and if the
connections between modules and template are complete
data flow consistency is satisfied (i.e., other modules or
the template provide all modules’ input data). If a part of
input data for a module is eliminated by a modification
(i.e., delete or change order) the event handler must
provide its input via other sources in the template.
We assume workflow constraints are true before applying
any changes; also adding reusable modules to an empty
template can generate an initial workflow.

Control flow consistency checking follows the data flow
consistency checking. Control flow conditions for
templates that include adding a new module, deleting a
module and changing the order between modules are
illustrated in Figure 4. Sending and receiving events do
not change the structure of workflow and because the
workflow is valid before this action, the workflow will be
valid after it too. Hence, no consistency checking is
required. Control flow consistency checking within the
modules (i.e., adding, removing, and changing the
execution orders of tasks) are similar to those discussed
for the workflow template. As a general rule, the module
invariant must be satisfied after any changes.

4.  Case studies
In this section, we present the application of our proposed
approach on modeling two cases of healthcare and
banking domains. Also some advantages of our
architecture in comparison with previous ones are
discussed in this section.

4.1 Case study 1: healthcare domain
The healthcare domain is an active area for developing
and using workflows [6], [7]. A simple workflow for
treatment of a muscle disease is shown in Figure 5 (top).
This treatment consists of two parts: Step 1: diagnosis
and drug prescription, in which the physician prescribes
drug X for the patient. Step 2:  physiotherapy exercises, as
the follow up treatment after treatment 1. Each of these
two treatments can be considered as a separate module.
Their module specifications are illustrated in Table 1.
Also, each task may have its own constraints. An example
of task pre-condition is shown in the second task of the
physiotherapy treatment. In Table 1, a number that is
assigned to each event handler identifies their
corresponding event.
The nature of each treatment imposes some obligations or
considerations. For example, most drug prescriptions (i.e.,
task execution) have side effects on the patients and hence
the physician may decide to change the treatment method
by prescribing a different drug without those side effects.

Workflow consistency checking: According to Table 1
some of these consistency issues are as following:
• Since the pre-condition of module ``treatment by

physiotherapy” is satisfied by post-condition of
module ``treatment by drug X”, this combination is
consistent.

• In module ``treatment by drug X” the event handler
EH1 for event ``fever” is consistent if the dose of
drug X prescribed by physician is between the
LOWER and UPPER limits and also the ``new
prescribed duration for drug X” is according to the
pair (duration-of-applying-X, dose-D) in one of the
tasks, otherwise this change will not be applied on
the workflow.



Figure 4: Control flow constraints for workflow template

• For event ``strong headache” and its event handler
EH2, because the pre-conditions of module CT-scan
are satisfied, this module can be added to the
workflow. Figure 5 (bottom) illustrates this
modification.

• In module ``treatment by physiotherapy” the event
handler EH1 for event ``high heartbeat rate” is
consistent, because it decreases the time of vigorous
workout and increases the time of the moderate
workout, which is according to the module
invariant.

Therefore, each modification in the workflow is
consistent and the workflow remains consistent and valid.

4.2 Case study 2: banking domain
In the previous case study, we focused on “satisfying
constraints” and the mechanism of applying changes on
the workflow in order to keep it consistent. However, in
the current case study, we present how templates and
modules can collaborate through using events and event

handlers, in the context of a complete workflow for the
banking domain.
This workflow describes the process for applying,
receiving and paying back of a house mortgage. The
relevant modules to this workflow are defined in Table 2.
These modules are general and can be used in any
workflows in this domain or other domains. The template
for this workflow is shown in Figure 6.

4.3 Advantageous of the proposed architecture
Although these two case studies can be modeled with
other approaches, but the proposed architecture seems to
be more appropriate. Some of its advantages are:
1) Where several factors exist that can change a workflow
(e.g., healthcare domain), flexibility is inevitable. Design
of a static workflow and apply possible changes through
exceptions [5] can be one alternative to our architecture;
but in the case of a large number of changing factors,
(e.g., in a surgery operation) a lot of added exceptions
complicate the workflow and reduce its understandability.



Table 1: Module specification for two treatment methods
Module name: Treatment by drug X Module name: Treatment by physiotherapy
Pre condition:

• Physician diagnoses diseases A or B or C for the patient
Tasks:

1. Prescribe drug X with dose D1 for N1 weeks (or)
2. Prescribe drug X with dose D2 for N2 weeks (or)
3. Prescribe drug X with dose D3 for N3 weeks

Post condition:
• The patient must not have pain in muscles

Module invariants:
• LOWER LIMIT < dose of X< UPPER LIMIT
•  The pair (duration-of-applying-X, dose-D) must match with one of

the pairs defined in Tasks 1 to 3.
Events:

• Each side effect of drug X is considered as an event:
o E1: fever
o E2: strong headache

Event Handlers:
• EH1: weaken the dose of X and increase the duration of using it in

the current task
• EH2: ask for a CT-Scan via adding its module into the template

Pre condition:
• The patient must not have pain in muscles

Tasks:
1. Moderate workout for M1 minutes
2. [Pre: the moderate step must be done] Vigorous workout for M2 minutes

Post condition:
• Null

Module Invariant:
•  The duration of vigorous workout must be less than the moderate

workout
Event:

• E1: high heartbeat rate
Event Handler:

• EH1: change the remaining time of the current vigorous workout to the
moderate workout

Also some situations impose major modifications in a
workflow (e.g., addition a new module in the first case
study) according to definitions and applications of
exception and event, the latter seems to be more
reasonable.
2) In domains such as banking, where there are several
dependent and independent workflows, the benefit of
modularization is clear. These modules, as parts of a
workflow, need a mechanism for interaction. Sending and
receiving events under supervision of a workflow
template that customizes independent modules and
considers a workflow as a whole body, can improve
traditional methods such as [13], which allow independent
modules to communicate without any specific manager.
3) In the case of consistency checking, defining proper
constraints for each task and module is simpler than
dealing with complex equations, which describe the
whole process model, as defined in [9].

5. Conclusions and Future Work
In this paper, we presented a new architecture for
workflow evolution. The architecture takes advantage of
the modularity concept in terms of modules and templates
that generate reusable and understandable workflows.
Also, it provides dynamism and flexibility in workflow
systems by employing a mechanism based on event and
event handling. In some cases, designing a complete
workflow, which provides solutions for all possible
operations, is almost impossible. With this architecture, a
partial workflow is designed as a template, and the user is
allowed to define and add new events, event handlers, and
modules to the workflow as long as the WFMS can
approve the consistency of the workflow after each
modification. The future expansion of this architecture
would provide an intelligent WFMS that predicts next
states and possible events for each instance of the
workflow in the execution time.
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